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Abstract—We present a formal underpinning for Web service classes by viewing them as a set of services that fulfill a logical combination of constraints on functional and non-functional properties. A hierarchy of service classes is automatically derived by their formal definition and can be exploited for an efficient service retrieval. In addition, we show in this paper how service classes can be used (i) to create service descriptions without specifying precise property values and (ii) to create service requests that can use service classes to express ranges of desired property values.

I. INTRODUCTION

Based on the benefits of service classifications, the potential of underspecified modeling formalisms, and derived from current shortcomings we introduce our service class formalism in this work. A class formally describes a set of services that have certain service properties within a common range. The classes can be build upon functional and non-functional property constraints uniformly. Our approach provides the following benefits. (1) A formal class definition allows to automatically categorize semantically described services into given classes. The class hierarchy can be automatically derived from the definition of individual classes. Inconsistencies in existing service categorizations and contradictions between semantic service descriptions and its classification can be automatically detected and prevented. (2) Service classes can be used to express service requests. A request either formalizes requirements from scratch or alternatively reuses given class definitions. As available service descriptions can be classified automatically due to formal service class definitions, the classification of services can be pre-computed and services of a requested class can be directly retrieved, which in turn leads to more efficient service retrieval task as the search space can be reduced. (3) Service classes can be also used to create service descriptions when precise property values are not known or should not be revealed. For instance, if the precise response time of a Web service cannot be determined, a class FastService that is defined such that a service of this class feature a response time of less than a second, then the service can be classified into this class to express the responsiveness implicitly.

Our contribution can be outlined with the support of Figure 1. The bottom layer of the figure contains the interpretation of service descriptions: service instances with their executions runs (traces) and the measured values of the non-functional properties. Explicit service descriptions can be created using these models for the capability expression and the concrete value of the property availability. Service class are used to create implicit service descriptions and is exemplified by the class FastService in the middle layer of Figure 1.

II. IMPLICIT DESCRIPTION OF WEB SERVICES PROPERTIES

The property based service model is used to formally describe Web services, including their functionality, when concrete values of the functional or non-functional properties are known and the service description modeler is willing to publish them. However, in many cases the concrete value of a service property is not known or not supposed to be mentioned explicitly. However, it may still can be possible or desired to specify a range in which the concrete value lies.

Furthermore, explicit description of property values does not support negation, which means that explicit description does now allow exclusion of properties. Therefore, since ontology languages have open world semantics, an ontology reasoner, e.g. HermiT, will not find any matching explicit service descriptions, such as OWL-S Profiles, if the request contains exclusion of some Web service property.

In this section, we introduce the notion of a Web service class to address above drawbacks of explicit service descriptions. We will first show formally what a Web service class means by relating it to the formal model of a Web service. Then, we will present how Web service classes can be described with OWL. Having this, we will discuss how properties of Web services can be specified implicitly with the help of classes.
A. Web Service Classes

Definition A Web service class $C$ is a finite set $P$ of Web service properties, with each property $P \in P$ associated with a set $R(P)$ that denotes the range for the values of the property $P$ (refer to Figure 2).

Informally, a Web service class describes a set of Web services by specifying constraints that are satisfied by the values of functional and non-functional properties of each Web service that is a member of the Web service class. More formally, a Web service class as defined in Definition II-A describes a set of sets of (property-value) pairs $(P,v)$ for all properties $P \in P$ and for all values $v \in R(P)$. That is,

\[ C = \bigcup_{P \in P} \{ (P,v) : v \in R(P) \}. \]

In the following, we show how the range $R(\text{functionality})$ can be defined. Recall that a service run consists of a set of inputs $i$, a start state $s^i$, a set of outputs $\bar{o}$, and an output state $s^o$. A Web service functionality class analogously consists of a set $I$ of sets of inputs, a set $S^i$ of start states, a set $S^o$ of output states and a set $O$ of sets of outputs. A Web service functionality class $R(\text{functionality}) = (I,S^i,S^o,O)$ is interpreted as a set $L$ of Web service executions (refer to Figure ??) by constructing a sequence for each set of inputs $i \in I$, each start state $s^i \in S^i$, each output state $s^o \in S^o$ and each set of outputs $\bar{o} \in O$. Consequently, the set of possible values of the functionality property is the set of all possible service execution sequences that respect the constraints specified in the functionality class $R(\text{functionality})$.

The meaning of the class for a non-functional property is defined analogously according the structure of the non-functional property.

B. Description of Web Service Classes with OWL

Suppose the set of all services is denoted by $S$. We begin with modeling an OWL class $\text{Service}$ to denote $S$. A subset of $S$, say $S_1$, with properties $P$ is defined as follows. We define an OWL class $\text{Service}_1$ as subclass of the class $\text{Service}$ with $\text{Service}_1 \sqsubseteq \text{Service}$. For each service property $P \in P$ with range $R(P)$, we define an OWL object property $P$ with range concept $R(P)$ if $R(P)$ is a set of individuals or an OWL data type property $P$ with range $R(P)$ if $R(P)$ is a data type. In both cases, the domain of the property $P$ is set to $\text{Service}_1$.

Note, that functionality is just another property in our model of Web services. That is, there is a property $\text{hasFunctionality}$ with range concept $R(\text{Functionality})$ and domain concept $\text{Service}$. For simplicity we will use the concept $\text{Functionality}$ instead of the concept $R(\text{Functionality})$. The concept $\text{Functionality}$ is defined with two properties $\text{hasStartKB}$ and $\text{hasEndKB}$, both with range concept $KB$. The concept $\text{Functionality}$ can be further sub-classed to specify a subset of all functionalities by sub-classing the KBs connected to it accordingly. Similarly, concepts denoting the set of values for the non-functional properties can be further sub-classed according to the need.

C. Implicit Description of Web Service Properties

As stated earlier, when a Web service description needs to exclude certain properties or include existence of properties without naming their values explicitly, then we need implicit service descriptions. Having the description formalism for Web service classes and property range classes, it is rather straightforward to achieve implicit descriptions. Since we describe Web services as well as property values as OWL instances and Web service classes as well as property ranges as OWL concepts, a Web service or a property value can be classified in a Web service class or a property range class by an OWL class member assertion axiom. Another major advantage of such a modeling technique is that it supports hybrid descriptions in the sense that some of the properties of a Web service may be described explicitly while other properties may be described implicitly. The formal semantics of OWL ensures that an OWL reasoner draws correct consequences.

Furthermore, when Web service classes are not just labels as it is the case in existing approaches, but have formal definition, it becomes possible to automatically detect inconsistencies in
service classification. For example, with existing approaches, it is possible to classify a service with an output of type book as a WeatherInformationService, even though the service does not deliver any weather information. In our approach the service class WeatherInformationService will have a formal description of, for example, the fact that it has only one output of type WeatherInformation. Therefore, when the book selling service is classified as WeatherInformationService, the inconsistency is automatically detected by an OWL reasoner.

D. Example

In our example from Section ??, we have seen above how the start KB of the description of the service s explicitly names the input variables that the service has along with their relationships with each other. In order to be able to state that the service s does not have an input variable of type CreditCard, the functionality of the service s needs to be classified into a functional class. To achieve this, we first describe a subclass of the concept KB with NoCreditCardInput \( \subseteq KB \land \neg \exists has\{CreditCard \land INPUT\}\). Assuming \( \phi \) denotes the start KB of the service s for which we want to describe that it does not have an input of type CreditCard, we achieve the desired description by adding the axiom NoCreditCardInput(\( \phi \)).

III. Conclusion and Outlook

In this paper we presented a semantic Web service modeling and matchmaking approach that exploits the benefits of formally defined service classes. We therefore based our work on available semantic Web service modeling frameworks and extended the state of the art by providing a formal model of service classes. Service classes describe services with certain functional and non-functional properties with property values in a desired range. Service class definitions provide an explicit semantics as we provided a description formalism that is based on description logics.

Based on the semantics and the common formal model of service and request descriptions, we defined a match between both and also showed how matches between descriptions and requests are computed. Finally, we completed the presented work by a prototypical implementation of our semantic discovery approach, which is a part of the larger system developed under the research project SOA4All.

Our long term goal is to establish a scalable semantic service search framework, which tightly integrates discovery and ranking of services into the search. Functional and non-functional properties are both not distinguished and likewise considered for discovery and ranking. Thus, we use preferences on both functional and non-functional properties enables service search to consider both types of properties for discovery and ranking as well. We aim to achieve efficiency and scalability by developing indexing structures. Known service matching techniques like subsume and plugin match may be exploited to develop indexing among service descriptions, since these techniques use the same formalism for service description and request. Furthermore, due to the tied coupling of discovery and ranking task, the search space that is considered for expensive semantic reasoning operations can be reduced in early stages of search. By this we aim at a very short time to retrieve first search results. Similarly to Google’s Web page search, further results can be computed afterwards when the user requests them.
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